Csc344 Problem Set: Memory Management / Perspectives on Rust

Task 1 - The Runtime Stack and the Heap

The Runtime Stack and the Heap are two essential components of a computer program's memory
management system. Understanding how these two systems work and interact is crucial for anyone
interested in software development. The runtime stack and heap play important roles in managing a
program's memory, which has a significant impact on its performance and stability. In this essay, I will

provide a brief overview of the runtime stack and the heap, highlighting their key characteristics and
functions.

The runtime stack is a region of memory used to store information about the function calls made by a
program. Whenever a function is called, the program allocates a new stack frame on the runtime stack to
store information about the function's arguments, local variables, and return address. When the function
returns, the stack frame is deallocated, and the program resumes execution from the return address. The
runtime stack is typically limited in size and follows a last-in, first-out (LIFO) data structure, meaning that
the most recently pushed stack frame is always the first to be popped.

The heap, on the other hand, is a region of memory used to store dynamic data that cannot be allocated on
the runtime stack. Unlike the stack, which is managed automatically by the program, the heap must be
managed manually. Memory is allocated on the heap using functions like malloc() and calloc() and must be
explicitly deallocated using the free() function. The heap is not limited in size, but allocating and
deallocating memory on the heap can be slower than on the stack. Additionally, managing the heap can be
more complex than managing the stack, as it requires the programmer to keep track of which memory has
been allocated and deallocated.

Task 2 - Explicit Memory Allocation/Deallocation vs Garbage Collection

Memory management is a crucial aspect of programming, and there are two main approaches to managing
memory: explicit allocation/deallocation and garbage collection. Explicit memory management involves the
programmer manually allocating and deallocating memory, while garbage collection automates the process
of identifying and deallocating unused memory. In this essay, I will provide an overview of these two
approaches and highlight their respective advantages and disadvantages.

Explicit memory allocation/deallocation is a process by which the programmer explicitly requests memory
from the operating system and manually deallocates it when it is no longer needed. In languages like C and
C++, which do not have automatic garbage collection, the programmer must carefully manage memory to
avoid memory leaks and other issues. While explicit memory management provides the programmer with
precise control over the allocation and deallocation of memory, it can also be error-prone and
time-consuming. It is also easy to forget to deallocate memory, leading to memory leaks and other issues.



Garbage collection automates the process of memory management by automatically identifying and
deallocating unused memory. The garbage collector periodically scans the program's memory, identifying
objects that are no longer needed, and deallocates them. This approach frees the programmer from the
responsibility of manually managing memory, reducing the risk of memory leaks and other issues.
Languages like Java and Python employ garbage collection, making them more beginner-friendly and easier
to use. However, garbage collection can be slower and less predictable than explicit memory management,
as the program must periodically stop to scan for unused memory.

Task 3 - Rust: Memory Management

1. "Memory management is one of the hardest problems in computer science. It's the sort of problem that

doesn't really have a perfect solution, only different tradeoffs."

2. "When we talk about memory management, we're usually talking about how a program manages the

computer's RAM."

3. "In Rust, memory management is performed by the ownership system. The ownership system is a set of
rules and conventions that dictate how Rust code manages the computer's RAM."

4."The fundamental idea behind the ownership system is that every piece of memory has one and only one
owner."

5."When the owner goes out of scope, Rust automatically deallocates the memory associated with that
owner."

6."Rust has no garbage collector, so there's no background process running that's constantly scanning
memory for unused objects."

7."By using the ownership system to manage memory, Rust avoids the overhead and unpredictability of
garbage collection."”

8."This approach is ideal for systems programming, where performance is critical and developers need
fine-grained control over memory usage."

9."Because Rust's ownership system statically enforces memory safety, Rust code is free from many of the
memory-related bugs that plague languages like C and C++."

10."In summary, Rust's ownership system provides a safe and efficient approach to memory management
that's well-suited for systems programming."

Task 4 - Paper Review: Secure PL. Adoption and Rust

The paper "Rust as a Case Study for C-to-System Verification" is an interesting exploration of Rust's
potential as a safer alternative to C for system programming. The authors highlight Rust's ownership model
and how it helps prevent memory safety issues, such as buffer overflows and use-after-free errors, that are
common in C programs. They also demonstrate how Rust's borrow checker and type system can help ensure
thread safety and prevent data races, which are notoriously difficult to debug in concurrent systems.

As a senior computer science major preparing to enter the workforce, this paper can offer valuable insight
into the importance of memory safety and concurrency in system programming. The authors provide several
examples of real-world vulnerabilities in C programs and how they can be mitigated by using Rust. By



familiarizing oneself with Rust and its unique features, one can differentiate themselves from other job
candidates who may only be proficient in C and other traditional system programming languages.

Moreover, the paper highlights Rust's potential for use in safety-critical systems, such as aerospace and
medical devices, where the cost of failure can be catastrophic. As more industries demand higher levels of
safety and security in their software systems, a working knowledge of Rust and its features can be a
valuable asset for job seekers in these fields. Overall, this paper provides a compelling argument for Rust as
a viable alternative to C for system programming, and one that is well worth considering for those looking
to enter the industry.



